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1. **Цель работы:** исследование основных средств определения класса, создания объектов класса. Исследование отличий структурного и объектного подходов.
2. **Задание на работу**: написать две программы, которые, в соответствии с вариантом №8, выполняют следующие действия для заданных структур и классов:  
    Первая программа:

* ввод с клавиатуры данных в переменную структуры;
* вывод на дисплей введенных данных;
* обработка введенных данных способом, указанным в варианте и вывод на дисплей результатов обработки;

Для демонстрации работы функций создать две переменные заданного типа, вывести на экран меню, считать выбор пользователя, выполнить соответствующую функцию. Меню должно содержать пункты:

* чтение данных с клавиатуры;
* вывод данных на дисплей;
* обработка данных;
* выход.

Вторая программа должна быть написана на базе первой, вместо структуры в ней необходимо использовать класс, поля которого совпадают с полями структуры, а действия, выполняемые функциями в первой программе, должны выполнять методы класса.

Условие для **варианта № 8**:

Структура с именем TRAIN, поля:

* название пункта назначения;
* номер поезда;
* время отправления.

Способ обработки - определение результата сравнения: верно ли, что время отправления обоих поездов совпадает.

1. **Код программы на языке C#:** Структура Train:  
     
    //Train struct. Normally should be named just Train.  
    //Called like this to enable to add another   
    //implementation of same object within one solution  
    public struct TrainAsStruct : ITrain  
    {  
    public string Destination { get; set; }  
    public int Number { get; set; }  
    public DateTime Departure { get; set; }  
     
    //Struct should normally have a constructor.  
    //No constructor here because of the attempt to   
    //stick to condition of task  
     
    //Constructor gets created automatically  
     
    //Method to compare two ITrain objects  
    public override bool Equals(object obj)  
    {  
    var train = (ITrain)obj;  
     
    return Departure.Equals(train.Departure);  
    }  
     
    //Method to get full object status  
    public override string ToString()  
    {  
    //string interpolation used  
    return $"Train number {Number,5};" +  
    $"destination {Destination,20};" +  
    $"departure {Departure.ToString()};" +  
    $" type {GetType()}";  
    }  
    }

Класс Train:

|  |
| --- |
| //Train class. Normally should be named just Train  //Called like this to enable to add another   //implementation of same object within one solution  public class TrainAsClass : ITrain  {  public string Destination { get; set; }  public int Number { get; set; }  public DateTime Departure { get; set; }   //constructor  public TrainAsClass(string destination, int number, DateTime departure)  {  //null checks to prevent using of invalid  //parameters  if (String.IsNullOrWhiteSpace(destination)) throw new ArgumentNullException(nameof(destination));   Destination = destination;  Number = number;  Departure = departure;  }   //method to compare two ITrain objects  public override bool Equals(object obj)  {  var anotherTrain = obj as ITrain;  //same null check  if (anotherTrain == null) throw new InvalidCastException(nameof(obj));   return Departure.Equals(anotherTrain.Departure);  }   //method to get a full object status  public override string ToString()  {  //string interpolation used  return $"Train number {Number,5};" +  $"destination {Destination,20};" +  $"departure {Departure.ToString()};" +  $"type {GetType()}";  }  } |

Класс ITrain:

|  |
| --- |
| //Interface to enable examing objects of Train struct  //and class as different implementation of same logic  public interface ITrain  {  string Destination { get; set; }   int Number { get; set; }   DateTime Departure { get; set; }   bool Equals(object obj);   string ToString();  } |

Класс Program:

|  |
| --- |
| class Program  {  static void Main()  {  int userOption = -1;  var enteredTrains = new List<ITrain>();   do  {  //try-catch blocks to prevent program executing  //is extensive situation  try  {  Console.Clear();  Console.WriteLine("Enter your option:\n" +  "1 - Create new train\n" +  "2 - Write all trains details\n" +  "3 - Compare objects\n" +  "4 - Exit");   userOption = int.Parse(Console.ReadLine());   switch (userOption)  {  case 1:  enteredTrains.Add(CreateObject());  break;  case 2:  WriteTrainsToConsole(enteredTrains);  break;  case 3:  if (AreSelectedTrainsEqual(enteredTrains))  Console.WriteLine("Selected trains are equal");  else Console.WriteLine("Selected trains are not equal");  Console.ReadLine();  break;  default:  Console.WriteLine("You have entered a wrong option, try again");  continue;  }   }  catch (Exception e)  {  Console.WriteLine("Something went wrong. Try again");  Console.WriteLine(e.Message);  Console.ReadLine();  continue;  }  } while (userOption != 4);  }   private static ITrain CreateObject()  {  int userOption = -1;   //endless while loop to not to finish creating  //of an object when invalid option is entered   do  {  Console.Clear();  Console.WriteLine("What data type should new train be?\n" +  "1 - Structure\n" +  "2 - Class");   userOption = int.Parse(Console.ReadLine());   if (userOption == 1) return CreateTrainStructure();  if (userOption == 2) return CreateTrainClass();  } while (true);  }   //Method to create instance of train structure  //endless while loops for each input ask  //to make sure that appropriate value has been entered   private static TrainAsStruct CreateTrainStructure()  {  var train = new TrainAsStruct();   while (train.Destination == null)  {  Console.Clear();  Console.WriteLine("Enter train destination:");  var destination = Console.ReadLine();   train.Destination = destination;  }   while (train.Number == 0)  {  Console.Clear();  Console.WriteLine("Enter train number:");  var trainNumber = int.Parse(Console.ReadLine());   train.Number = trainNumber;  }   while (train.Departure == DateTime.MinValue)  {  //try-catch blocks to make sure that user have   //entered valid value. When value is invalid,   //user gets asked again  try  {  Console.Clear();  Console.WriteLine("Enter train departure time:");  train.Departure = DateTime.Parse(Console.ReadLine());  }  catch  {  Console.WriteLine("The input string was not in the correct format. Try again");  continue;  }  }  return train;  }   //Method to create instance of train class.  //Endless while loops for each input ask  //to make sure that appropriate value has been entered  private static TrainAsClass CreateTrainClass()  {  string destination = null;  var trainNumber = 0;  DateTime departure = DateTime.MinValue;   while (destination == null)  {  Console.Clear();  Console.WriteLine("Enter train destination:");  destination = Console.ReadLine();  }   while (trainNumber == 0)  {  Console.Clear();  Console.WriteLine("Enter train number:");  trainNumber = int.Parse(Console.ReadLine());  }   while (departure == DateTime.MinValue)  {  //try-catch blocks to make sure that user have   //entered valid value. When value is invalid,   //user gets asked again  try  {  Console.Clear();  Console.WriteLine("Enter train departure time:");  departure = DateTime.Parse(Console.ReadLine());  }  catch  {  Console.WriteLine("The input string was not in the correct format. Try again");  continue;  }  }   return new TrainAsClass(destination, trainNumber, departure);  }   private static bool AreSelectedTrainsEqual(IEnumerable<ITrain> trains)  {  ITrain[] trainsArray = trains.ToArray();   if (trainsArray.Count() < 2)  throw new Exception("Not enough trains entered");   WriteTrainsToConsole(trainsArray);   Console.WriteLine("Select the comparable train");  var comparable = int.Parse(Console.ReadLine());   Console.WriteLine("Select the train to compare");  var toCompare = int.Parse(Console.ReadLine());   return trainsArray[comparable - 1].Equals(trainsArray[toCompare - 1]);  }   //method to list all available Train class and structure instances   private static void WriteTrainsToConsole(IEnumerable<ITrain> trains)  {  Console.Clear();  var trainsArray = trains.ToArray();   for (int i = 1; i <= trains.Count(); i++)  }  Console.WriteLine($"{i}\t{trainsArray[i - 1].ToString()}");  }  Console.ReadLine();  }  } |

1. **Описание программы:**

Учитывая, что в языке C# структуры отличаются от классов основным образом тем, что они передаются по значению, а классы по ссылке. Следовательно, отличий, описанных в методических указаниях для языка С++, в языке С# нет. Для выполнения лабораторной работы было принято решение организовать программу таким образом, чтобы показать отличия и схожести структур и классов в языке C#.

Тем не менее, для соответствия лабораторной работы условию поля структуры были сделаны get-set свойствами для создания подобия такого подхода подходу языка С++. Поля класса были сделаны get-only свойствами для того, чтобы объекты класса приходилось инициализировать через конструктор по той же причине.

В программе с помощью интерфейса была реализована возможность хранить объекты типа Train (как структуры, так и классы) в одной коллекции. Кроме того, объекты типа Train с реализацией-классом и реализацией-структурой можно сравнивать между собой.

1. **Тестовые примеры:**

Программа должна вывести, что результат сравнения объектов классов и структур с одинаковым значением времени отправления - равенство двух объектов. Проверим это. Создадим класс и инициализируем его таким образом:

* номер поезда = 1;
* пункт назначения - Moscow;
* время отправления = 12:00.  
  Зададим структуру с таким же временем отправления:
* номер поезда = 2;
* пункт назначения = sevastopol;
* время отправления = 12:00.

Проверим работу программы:

![](data:image/png;base64,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)

Рис. 1 - Результат работы программы над первым тестовым примером

Для поездов с разными значениями времени отправления программа выводит неравенство объектов-поездов:
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Рис 2 - Результат работы программы над вторым тестовым примером

1. **Вывод:** в ходе лабораторной работы были изучены отличия между объектным и структурным подходом объектно-ориентированного программирования. Кроме того, были изучены схожести и отличия между классами и структурами в языках С++ и С#.